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# Résolution des équations non linéaires avec le logiciel R

### RStudio est un environnement de développement gratuit, libre et multiplateforme pour R, un langage de programmation utilisé pour le traitement de données et l’analyse statistique.Dans notre contexte,nous allons utiliser RStudio poour la résolution des équations non linéaire.Les équations non linéaires sont des équations dont le degré est supérieure à 1

## Installation et Importation des Packages

# Installer et charger le lpSolve  
#install.packages  
#install.packages("rootSolve")  
#install.packages("nleqslv")  
library(lpSolve)  
library(haven)  
library(nleqslv)  
library(rootSolve)  
library(magrittr)  
library(dplyr)

##   
## Attachement du package : 'dplyr'

## Les objets suivants sont masqués depuis 'package:stats':  
##   
## filter, lag

## Les objets suivants sont masqués depuis 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)

##   
## Attachement du package : 'tidyr'

## L'objet suivant est masqué depuis 'package:magrittr':  
##   
## extract

library(rootSolve)  
library(nleqslv)  
library(pracma)

##   
## Attachement du package : 'pracma'

## Les objets suivants sont masqués depuis 'package:magrittr':  
##   
## and, mod, or

## Les objets suivants sont masqués depuis 'package:rootSolve':  
##   
## gradient, hessian

library(stats)  
library(reshape)

##   
## Attachement du package : 'reshape'

## Les objets suivants sont masqués depuis 'package:tidyr':  
##   
## expand, smiths

## L'objet suivant est masqué depuis 'package:dplyr':  
##   
## rename

library(ggplot2)  
library(deSolve)

##   
## Attachement du package : 'deSolve'

## L'objet suivant est masqué depuis 'package:pracma':  
##   
## rk4

# Présentation des differents packages

### Dans cette partie, nous mettons en exergue les packages nécessaires à la resolution des équations non linéaires.L’Objectif finale est de pouvoir optimiser nos differentes données en fonction du besoin. Nous pouvons par exemples optimiser les couts de production d’une entreprise,les dépenses publiques de l’Etat,les profits d’une entreprise etc…

## Utilisation du Package “rootSolve”

# Chargement du package  
  
# Définition du système d'équations  
equations <- function(x) {  
 # Définition des équations du système  
 equation\_1 <- 3\*x[1]^2 + x[2]^2 - 1   
 equation\_2 <- 5\*x[1]^2 - 2\*x[2]^2 + 4  
   
 # Retourner les équations sous forme de vecteur  
 return(c(equation\_1, equation\_2))  
}  
  
# Vecteur initial de valeurs approchées pour les variables  
point\_de\_départ <- c(1, 1)  
  
# Résolution du système d'équations non linéaires  
solution <- multiroot(f = equations, start = point\_de\_départ)  
  
# Affichage des solutions  
print(solution$root)

## [1] 0.05274924 1.24316312

# AUTRES ARGUMENTS  
 #tolerance = : pour définir une tolérance plus stricte pour la convergence.  
 #maxiter: pour spécifier le nombre maximal d'itérations autorisées

## Utilisation du Package “nleqslv”

# Chargement du package nleqslv  
  
# Définition de la fonction du système d'équations  
systeme\_equations <- function(x) {  
 eq1 <- 3\*x[1]^2 + x[2]^2 - 1  
 eq2 <- 5\*x[1]^2 - 2\*x[2]^2 + 4  
 return(c(eq1, eq2))  
}  
  
# Résolution du système d'équations avec la méthode de Newton  
solution <- nleqslv(c(1, 1),   
 systeme\_equations,   
 method = "Newton")  
  
# Affichage des solutions  
print(solution$x)

## [1] 0.0001561915 1.3416407895

# afficher l'intervalle de validité de la solution  
  
print(solution$fvec)

## [1] 0.8000001 0.4000001

## afficher le nombre d'ittération  
print(solution$iter)

## [1] 11

## Utilisation du Package “pracma”

# Définition du système d'équations  
equations <- function(x) {  
 pracma\_1 <- x[1]^2 + x[2]^2 +200  
 pracma\_2 <- x[1]^2 - x[2]^2 -1000  
 return(c(pracma\_1, pracma\_2))  
}  
  
# Spécification des valeurs initiales pour les variables  
initial\_guess <- c(1, 1)  
  
# Résolution du système d'équations non linéaires  
solution <- fsolve(equations, initial\_guess)  
  
# Affichage des solutions  
print(solution)

## $x  
## [1] -20.000000 1.043737  
##   
## $fval  
## [1] 601.0894 -601.0894

## Utilisation du Package “stats”

# Définition de la fonction d'utilité et de la contrainte budgétaire  
utilite <- function(x) {  
 utilité <- - (x[1]^2 + x[2]^2)  
 return(utilité)  
}  
  
contrainte\_budg <- function(x) {  
 revenu\_total <- -1000 +x[1] + x[2]   
 return(revenu\_total)  
}  
  
# Fonction objectif (utilité sous contrainte)  
fonction\_objectif <- function(x\_lambda) {  
 x <- x\_lambda[1:2]  
 lambda <- x\_lambda[3]  
 return((utilite(x) - lambda \* contrainte\_budg(x)))  
}  
  
# Variables initiales  
x0 <- c(0, 0) # Valeurs initiales pour x1 et x2  
lambda0 <- 1 # Valeur initiale de lambda  
  
# Résolution du problème d'optimisation  
resultat <- optim(c(x0, lambda0), fonction\_objectif, method = "BFGS")  
  
# Affichage des résultats  
x\_opt <- resultat$par[1:2]  
lambda\_opt <- resultat$par[3]  
revenu\_max <- -resultat$value  
  
cat("Les quantités optimales sont :", x\_opt, "\n")

## Les quantités optimales sont : -1.511598e+14 -1.511598e+14

cat("Le revenu maximal est :", revenu\_max, "\n")

## Le revenu maximal est : 9.096186e+28

cat("La valeur optimale de lambda est :", lambda\_opt, "\n")

## La valeur optimale de lambda est : -1.497199e+14

## Utilisation de la Fonction optim

### Certaines fonctions de R Permettent egaalement de resoudre les équations non linéaires. Dans cette SEction,nous utiliserons la fonction Optim pour resoudre le système d’équation non linéaire

# Définition de la fonction f à deux inconnus  
f <- function(xy) {  
 x <- xy[1]  
 y <- xy[2]  
 return((x - 2)^2 + (y + 3)^2)  
   
}  
  
# Initialisation d'une valeur de départ pour l'optimisation  
xy\_start <- c(0, 0)  
  
# Utilisation de la fonction optim pour trouver le minimum de la fonction f  
result <- optim(xy\_start, f)  
  
# Affichage du résultat  
print(result)

## $par  
## [1] 1.999823 -3.000005  
##   
## $value  
## [1] 3.144259e-08  
##   
## $counts  
## function gradient   
## 65 NA   
##   
## $convergence  
## [1] 0  
##   
## $message  
## NULL

## Résolution avec les matrices

# Définir la matrice des coefficients  
A <- matrix(c(3, 2, 4, -1), nrow = 2, byrow = TRUE)  
# Définir le vecteur  
B <- c(11, 3)  
# Résoudre le système  
X <- solve(A, B)  
print(X)

## [1] 1.545455 3.181818

## [1] 1.545455 3.181818  
# Calculer AX  
AX <- A %\*% X  
# Vérifier si AX est égal à B  
identical(AX, B)

## [1] FALSE

## [1] FALSE

## Résolution graphique

### La resolution graphique permet de mieux visualiser nos Resultats et de faire une comparaison avec la methode algebrique

#### Exeemple 1

# Définir les fonctions d'équations  
equation1 <- function(x) {  
 return(x^2)  
}  
  
equation2 <- function(x) {  
 return(sin(x))  
}  
  
# Générer des valeurs de x pour le traçage  
x <- seq(-2\*pi, 2\*pi, by = 0.1)  
  
# Traçage des courbes  
plot(x, equation1(x), type = "l", col = "blue", xlab = "x", ylab = "y", main = "Résolution graphique d'un système d'équations non linéaires")  
lines(x, equation2(x), col = "red")  
  
# Ajouter une légende  
legend("topright", legend = c("y = x^2", "y = sin(x)"), col = c("blue", "red"), lty = 1)  
  
# Trouver les points d'intersection  
intersection\_points <- data.frame(x = NULL, y = NULL)  
for(i in 1:length(x)) {  
 if(abs(equation1(x[i]) - equation2(x[i])) < 0.1) {  
 intersection\_points <- rbind(intersection\_points, data.frame(x = x[i], y = equation1(x[i])))  
 }  
}  
  
# Afficher les points d'intersection avec les valeurs des solutions (facultatives)  
points(intersection\_points$x, intersection\_points$y, col = "green", pch = 16)  
text(intersection\_points$x, intersection\_points$y, labels = paste("(", round(intersection\_points$x, 2), ",", round(intersection\_points$y, 2), ")"), pos = 3)

![](data:image/png;base64,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)

# Afficher les valeurs des solutions  
print(intersection\_points)

## x y  
## 1 -0.08318531 0.0069197953  
## 2 0.01681469 0.0002827339  
## 3 0.81681469 0.6671862424  
## 4 0.91681469 0.8405491810

#### Exeemple 2

# Définir les fonctions d'équations  
equation1 <- function(x) {  
 return(x^2)  
}  
  
equation2 <- function(x) {  
 return(sin(x))  
}  
  
# Générer des valeurs de x pour le traçage  
x <- seq(-2\*pi, 2\*pi, by = 0.1)  
  
# Assuming x, equation1, and equation2 are defined  
  
library(ggplot2)  
  
# Create the ggplot2 object  
  
ggplot(data = data.frame(x = x), aes(x = x)) +  
  
 # Add the first curve (blue) with label  
 geom\_line(y = equation1(x), col = "blue", linetype = "solid", label = "Equation 1") +  
  
 # Add the second curve (red) with label  
 geom\_line(y = equation2(x), col = "red", linetype = "dashed", label = "Equation 2") +  
  
 # Add intersection points (assuming intersection\_points is a data frame)  
 geom\_point(data = intersection\_points, aes(x = intersection\_points$x, y = intersection\_points$y),   
 col = "blue", pch = 16, size = 3) + # Adjust size as needed  
  
 # Customize plot elements  
 labs(x = "x", y = "y") +  
 ggtitle("Résolution graphique d'un système d'équations non linéaires") +  
  
 # Add the legend with updated syntax  
 scale\_linetype\_discrete(name = "Légende") +  
 guides(linetype = guide\_legend(title.position = "top")) # Legend positioning
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# Equations Linéaires Ordinaire classique: Modèle de Lorenz

### Une équation différentielle est une équation entre une ou plusieurs fonctions inconnues et leurs dérivées. Elle décrit comment une fonction varie par rapport à une ou plusieurs variables (souvent le temps et/ou l’espace) et par rapport à ses dérivées. Il y a différentes facon de classifier les équations différentielles.les équations peuvent être stochastique (la quantité inconnue est aléatoire) ou déterministe (la quantité inconnue est déterministe).Elles peuvent porter sur des fonctions à une seule variable (équation différentielle ordinaire) ou à plusieurs variables (équation aux dérivées partielles).les équations peuvent inclure des fonctions dont la dérivée à un certain pas de temps dépend de la dérivée à un pas de temps précédent (équation différentielle à retard ou differential equations delay). Elles peuvent aussi inclure des relations algébriques entre les variables (équation différentielle algébrique).Il existe plusieurs packages R permettant de résoudre ces équations et d’ajuster ces modèles à de la donnée. Ici, seuls les package deSolve et diffeqr sont utilisés pour résoudre des ED. On cherche à résoudre y′=ay. Avec condition initiale y(0)=y0. On commence par coder l’équation différentielle: - t représente le temps courant - Y représente l’état courant du système - parameters stocke les paramètres du modèle.

model <- function(t, Y, parameters) {  
 with(as.list(parameters), {  
 dy = -a \* Y  
 list(dy)  
 })  
}  
  
# On renseigne ensuite la jacobienne ∂y′∂y  
  
jac <- function(t, Y, parameters) {  
 with(as.list(parameters), {  
 PD[1, 1] <- a  
 return(PD)  
 })  
}  
  
# On peut ensuite résoudre l’EDO pour a=1 et y0=1 sur l’intervalle [0,1] des pas de temps de longeur 0.01  
  
#comme suit:  
params <- c(a = 1)  
y0 <- c(1)  
times <- seq(0, 1, by = 0.01)  
PD <- matrix(0, nrow = 1, ncol = 1)  
out\_atome <- ode(y0, times, model, parms = params, jacfun = jac)  
  
# Le résultat est une matrice: - une colonne pour le temps (reprend les valeurs de times) - une colonne par dimension dans le système d’équationsdifférentielles  
  
#/\*On peut vérifier que la solution numérique (en bleu) est confondue avec la solution analytique (en rouge)./\*  
  
plot\_data <- data.frame(out\_atome) %>%  
 mutate(analytic = exp(-time)) %>%  
 pivot\_longer(cols = -time,  
 names\_to = "type",  
 values\_to = "value")  
ggplot(plot\_data, aes(x = time, y = value, color = type)) +  
 geom\_line() +  
 ylim(0, 1) +  
 theme(legend.position = c(0.95, 0.95),  
 legend.justification = c(1, 1),  
 legend.background = element\_rect(fill = NA))

![](data:image/png;base64,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)

diagnostics(out\_atome)

##   
## --------------------  
## lsoda return code  
## --------------------  
##   
## return code (idid) = 2   
## Integration was successful.  
##   
## --------------------  
## INTEGER values  
## --------------------  
##   
## 1 The return code : 2   
## 2 The number of steps taken for the problem so far: 102   
## 3 The number of function evaluations for the problem so far: 133   
## 5 The method order last used (successfully): 6   
## 6 The order of the method to be attempted on the next step: 6   
## 7 If return flag =-4,-5: the largest component in error vector 0   
## 8 The length of the real work array actually required: 36   
## 9 The length of the integer work array actually required: 21   
## 14 The number of Jacobian evaluations and LU decompositions so far: 0   
## 15 The method indicator for the last succesful step,  
## 1=adams (nonstiff), 2= bdf (stiff): 1   
## 16 The current method indicator to be attempted on the next step,  
## 1=adams (nonstiff), 2= bdf (stiff): 1   
##   
## --------------------  
## RSTATE values  
## --------------------  
##   
## 1 The step size in t last used (successfully): 0.01   
## 2 The step size to be attempted on the next step: 0.01   
## 3 The current value of the independent variable which the solver has reached: 1.00002   
## 4 Tolerance scale factor > 1.0 computed when requesting too much accuracy: 0   
## 5 The value of t at the time of the last method switch, if any: 0   
##

## Exercice 1

### Résoudre d’un programme simplex: Production de papier. L’énoncer de cet Exercice se trouve dans le fichier Word.L’objectif de cet exercice est d’analyser une stratégie marketing sur différents supports médiatiques (télévision, radio et journaux) et de prendre des décisions en fonction de la rentabilité et de la portée potentielle des clients

# Définir la fonction objective et les contraintes  
obj <- c(400, 900, 500, 200)  
mat <- matrix(c(40, 75, 30, 15, # Contrainte 1  
 -30, -40, -20, -10, # Contrainte 2  
 40, 75, 0, 0, # Contrainte 3  
 -1, 0, 0, 0, # Contrainte 4  
 0, -1, 0, 0, # Contrainte 5  
 0, 0, 1, 0, # Contrainte 6  
 0, 0, -1, 0, # Contrainte 7  
 0, 0, 0, 1, # Contrainte 8  
 0, 0, 0, -1), # Contrainte 9  
 nrow = 9, byrow = TRUE)  
dir <- c("<=", ">=", "<=", ">=", "<=", "<=", "<=", ">=", "<=")  
rhs <- c(800, -2000, 500, -3, -2, 10, -5, 10, -5)

result <- lp(direction = "max", objective.in = obj, const.mat = mat, const.dir = dir, const.rhs = rhs)  
# Afficher les quantités optimales  
if (result$status == 0) {  
 print(paste("x1 =", result$solution[1]))  
 print(paste("x2 =", result$solution[2]))  
 print(paste("x3 =", result$solution[3]))  
 print(paste("x4 =", result$solution[4]))  
} else {  
 print("Aucune solution optimale trouvée.")  
}

## [1] "x1 = 0"  
## [1] "x2 = 2"  
## [1] "x3 = 10"  
## [1] "x4 = 23.3333333333333"

print(result)

## Success: the objective function is 11466.67

# Exercice 2

### La répartition équitable des budgets entre les secteurs clés tels que l’éducation, la santé, l’armée et les infrastructures dans les pays de l’Afrique de l’Ouest est une démarche essentielle pour plusieurs raisons :

### Optimisation des ressources financières : Elle permet d’allouer suffisamment de fonds à chaque secteur, favorisant le développement des compétences et la croissance économique à long terme.

### Stabilité sociale et politique : Une répartition équilibrée répond aux besoins fondamentaux de la population, tels que les soins de santé et les infrastructures, renforçant ainsi la stabilité sociale et politique.

### Prévention des déséquilibres et des inégalités : Favorise un développement durable et harmonieux dans la région.

### L’optimisation sera faite de la manière suivante:

# Données pour les pays de l'Afrique de l'Ouest  
pays <- c("Bénin", "Burkina Faso", "Cap-Vert", "Côte d'Ivoire", "Gambie", "Ghana", "Guinée", "Guinée-Bissau", "Liberia", "Mali", "Niger", "Nigeria", "Sénégal", "Sierra Leone", "Togo")  
budget <- c(1000, 1200, 1100, 1300, 900, 1400, 1500, 1600, 1700, 1800, 1900, 2000, 2100, 2200, 2300) # Budgets spécifiques pour chaque pays  
# Secteurs clés et poids  
secteurs <- c("Education", "Santé", "Armée", "Infrastructures")  
poids <- c(0.3, 0.3, 0.2, 0.2) # Poids pour chaque secteur  
  
# Création du dataframe  
data <- data.frame(Pays = pays, budget , Education = 0, Santé = 0, Armée = 0, Infrastructures = 0)  
print(data)

## Pays budget Education Santé Armée Infrastructures  
## 1 Bénin 1000 0 0 0 0  
## 2 Burkina Faso 1200 0 0 0 0  
## 3 Cap-Vert 1100 0 0 0 0  
## 4 Côte d'Ivoire 1300 0 0 0 0  
## 5 Gambie 900 0 0 0 0  
## 6 Ghana 1400 0 0 0 0  
## 7 Guinée 1500 0 0 0 0  
## 8 Guinée-Bissau 1600 0 0 0 0  
## 9 Liberia 1700 0 0 0 0  
## 10 Mali 1800 0 0 0 0  
## 11 Niger 1900 0 0 0 0  
## 12 Nigeria 2000 0 0 0 0  
## 13 Sénégal 2100 0 0 0 0  
## 14 Sierra Leone 2200 0 0 0 0  
## 15 Togo 2300 0 0 0 0

### Effectuons la repartition optimale des Budgets en fonction des Secteurs stratégiques

# base de données   
pays <- c("Bénin", "Burkina Faso", "Cap-Vert", "Côte d'Ivoire", "Gambie", "Ghana", "Guinée", "Guinée-Bissau", "Liberia", "Mali", "Niger", "Nigeria", "Sénégal", "Sierra Leone", "Togo")  
budget <- c(1000, 1200, 1100, 1300, 900, 1400, 1500, 1600, 1700, 1800, 1900, 2000, 2100, 2200, 2300) # Budgets spécifiques pour chaque pays  
  
# Générer des allocations sectorielles fixes pour chaque pays  
poid\_agriculture <- c(400, 450, 350, 500, 300, 450, 400, 350, 500, 450, 400, 500, 450, 400, 350)  
poid\_industrie <- c(400, 450, 350, 500, 300, 450, 400, 350, 500, 450, 400, 500, 450, 400, 350)  
poid\_education <- c(300, 350, 250, 400, 200, 350, 300, 250, 400, 350, 300, 400, 350, 300, 250)  
poid\_sante <- c(75, 85, 65, 95, 55, 85, 75, 65, 95, 85, 75, 95, 85, 75, 65)  
poid\_infrastructure <- c(35, 40, 30, 45, 25, 40, 35, 30, 45, 40, 35, 45, 40, 35, 30)  
poid\_recherche <- c(50, 60, 40, 70, 30, 60, 50, 40, 70, 60, 50, 70, 60, 50, 40)  
  
data <- data.frame(pays, budget, poid\_agriculture, poid\_industrie, poid\_education, poid\_sante, poid\_infrastructure, poid\_recherche)  
  
  
# Début de la boucle  
for (i in 1:nrow(data)) {  
 # Extraire les valeurs nécessaires pour l'itération i  
 budget <- data$budget[i]  
 agriculture <- data$poid\_agriculture[i]  
 industrie <- data$poid\_industrie[i]  
 education <- data$poid\_education[i]  
 sante <- data$poid\_sante[i]  
 infrastructure <- data$poid\_infrastructure[i]  
   
 # Définir la fonction du solveur  
 mysolver <- function(p) {  
 a <- p[1]  
 b <- p[2]  
 c <- p[3]  
 d <- p[4]  
 e <- p[5]  
 lnf<- numeric(5)  
 lnf[1] <- ((a\*agriculture/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[2] <- ((b\*industrie/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[3] <- ((c\*education/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[4] <- ((d\*sante/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[5] <- (a + b + c + d + e - budget)  
 return(lnf)  
 }  
   
 # Appeler le solveur  
 result <- nleqslv::nleqslv( c(1, 1, 1, 1, 1), mysolver, method = "Broyden",control = list( xtol= 1e-8,ftol=1e-15) )  
 p <- result$x  
   
 # Assigner les résultats aux variables allocation\_agriculture, allocation\_industrie, allocation\_education, allocation\_sante  
 data$allocation\_agriculture[i] <- p[1]  
 data$allocation\_industrie[i] <- p[2]  
 data$allocation\_education[i] <- p[3]  
 data$allocation\_sante[i] <- p[4]  
 data$allocation\_infrastructure[i] <- p[5]  
}  
  
#View(data)  
  
# Installer et charger les packages nécessaires  
if (!require(stats)) install.packages("stats")  
library(stats)  
  
# Générer une base de données fictive  
# (les données restent les mêmes)  
  
# Créer les variables allocation\_agriculture, allocation\_industrie, allocation\_education, allocation\_sante, allocation\_infrastructure initialisées à 0  
data$allocation\_agriculture <- 0  
data$allocation\_industrie <- 0  
data$allocation\_education <- 0  
data$allocation\_sante <- 0  
data$allocation\_infrastructure <- 0  
  
# Début de la boucle  
for (i in 1:nrow(data)) {  
 # Extraire les valeurs nécessaires pour l'itération i  
 budget <- data$budget[i]  
 agriculture <- data$poid\_agriculture[i]  
 industrie <- data$poid\_industrie[i]  
 education <- data$poid\_education[i]  
 sante <- data$poid\_sante[i]  
 infrastructure <- data$poid\_infrastructure[i]  
   
 # Définir la fonction du solveur  
 mysolver <- function(p) {  
 a <- p[1]  
 b <- p[2]  
 c <- p[3]  
 d <- p[4]  
 e <- p[5]  
 lnf<- numeric(5)  
 lnf[1] <- ((a\*agriculture/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[2] <- ((b\*industrie/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[3] <- ((c\*education/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[4] <- ((d\*sante/budget)/(a\*agriculture/budget + b\*industrie/budget + c\*education/budget + d\*sante/budget + e\*infrastructure/budget) - 1/5)  
 lnf[5] <- (a + b + c + d + e - budget)  
 return(sum(lnf^2))  
 }  
   
 # Appeler le solveur  
 result <- optim(c(1, 1, 1, 1, 1), mysolver, method = "BFGS")  
 p <- result$par  
   
 # Assigner les résultats aux variables allocation\_agriculture, allocation\_industrie, allocation\_education, allocation\_sante, allocation\_infrastructure  
 data$allocation\_agriculture[i] <- p[1]  
 data$allocation\_industrie[i] <- p[2]  
 data$allocation\_education[i] <- p[3]  
 data$allocation\_sante[i] <- p[4]  
 data$allocation\_infrastructure[i] <- p[5]  
}  
print(data)

## pays budget poid\_agriculture poid\_industrie poid\_education  
## 1 Bénin 1000 400 400 300  
## 2 Burkina Faso 1200 450 450 350  
## 3 Cap-Vert 1100 350 350 250  
## 4 Côte d'Ivoire 1300 500 500 400  
## 5 Gambie 900 300 300 200  
## 6 Ghana 1400 450 450 350  
## 7 Guinée 1500 400 400 300  
## 8 Guinée-Bissau 1600 350 350 250  
## 9 Liberia 1700 500 500 400  
## 10 Mali 1800 450 450 350  
## 11 Niger 1900 400 400 300  
## 12 Nigeria 2000 500 500 400  
## 13 Sénégal 2100 450 450 350  
## 14 Sierra Leone 2200 400 400 300  
## 15 Togo 2300 350 350 250  
## poid\_sante poid\_infrastructure poid\_recherche allocation\_agriculture  
## 1 75 35 50 87.30022  
## 2 85 40 60 101.49831  
## 3 65 30 40 89.86193  
## 4 95 45 70 109.95379  
## 5 55 25 30 70.95121  
## 6 85 40 60 123.74429  
## 7 75 35 50 127.89585  
## 8 65 30 40 128.44503  
## 9 95 45 70 145.11234  
## 10 85 40 60 161.74650  
## 11 75 35 50 161.16785  
## 12 95 45 70 177.15679  
## 13 85 40 60 172.35021  
## 14 75 35 50 176.91171  
## 15 65 30 40 186.80257  
## allocation\_industrie allocation\_education allocation\_sante  
## 1 87.30022 111.0329 435.8243  
## 2 101.49831 136.4520 524.6583  
## 3 89.86193 130.7964 481.6148  
## 4 109.95379 145.1187 569.5137  
## 5 70.95121 108.4259 395.7648  
## 6 123.74429 151.3591 611.0146  
## 7 127.89585 175.6829 653.8994  
## 8 128.44503 175.8177 710.7820  
## 9 145.11234 187.9030 744.4157  
## 10 161.74650 200.1060 779.8591  
## 11 161.16785 214.3561 832.9049  
## 12 177.15679 229.5022 866.7102  
## 13 172.35021 218.8998 936.6321  
## 14 176.91171 235.5551 982.3386  
## 15 186.80257 260.4102 1028.6328  
## allocation\_infrastructure  
## 1 278.5424  
## 2 335.8930  
## 3 307.8650  
## 4 365.4600  
## 5 253.9069  
## 6 390.1378  
## 7 414.6258  
## 8 456.5103  
## 9 477.4567  
## 10 496.5419  
## 11 530.4125  
## 12 549.4786  
## 13 599.7677  
## 14 628.2828  
## 15 637.3519

#View(data)

# Conclusion

#### Les systèmes d’équations sont essentiels pour résoudre des problèmes complexes. Le logiciel R, avec des packages comme nleqslv, permet de les résoudre efficacement. R offre une modélisation intuitive et des outils robustes pour la résolution. Il permet également une analyse flexible des données. Les résultats peuvent être visualisés rapidement, facilitant l’interprétation. Comme dans, notre exemple final, nous avons optimisé l’allocation des budgets sectoriels pour plusieurs pays. R a permis de trouver des solutions équilibrées pour chaque secteur. Ainsi, R est un outil puissant pour les chercheurs et les analystes.